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1. INTRODUCTION 

1.1 Purpose 

The following document presents guidelines for third-party Java MIDP game developers who wish 
to write MIDlets specifically targeted at Nokia’s MIDP devices. They are encouraged to adhere to 
these guidelines; doing so ensures that their games will provide the same look-and-feel as other 
applications for Nokia phones, making them easier for users to pick up and play.  

The document assumes familiarity with MIDP programming and Nokia’s UI API, for example by 
having read some of the documents listed below in Section 1.2: References.  Recommendations 
from Nokia OK MIDP Application Guidelines for Games [NOKIAOK] may also prove helpful.  

Sample code fragments are included throughout to illustrate how some of the guidelines might be 
implemented in practice. These examples are provided for illustrative purposes only. Other 
equivalent coding solutions may be equally suitable. 

Particular emphasis is placed on usability and Nokia’s user interface style. Adhering to these 
guidelines ensures that your MIDlet will work in a familiar and comfortable fashion for end-users. 
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1.2 References 

MIDPPROG A Brief Introduction to MIDP Programming 
Forum Nokia, 2002 
http://www.forum.nokia.com/java 

NOKIAUIAPI Nokia UI API 
Javadoc documentation available from  
http://www.forum.nokia.com/java 

UIAPIGUIDE Nokia UI API Programmer’s Guide 
Version 1.0, 24 June 2002 
http://www.forum.nokia.com/java 

NOKIAOK Nokia OK MIDP Application Guidelines for Games 
Version 0.1, 30 May 2002 
http://www.forum.nokia.com/java 

EFFICIENTMIDP Efficient MIDP Programming, 
Version 1.0, 24 June 2002 
http://www.forum.nokia.com/java 

TONES A Nokia UI API Sound Example: Tones 
Version 0.9.3, Forum Nokia, 2002 
http://www.forum.nokia.com/java 

WWAMIDPAPP              Writing World Aware J2METM Applications 
          Eric Giguere 
          Release 1.0, 29 Jan 2000 
          http://wireless.java.sun.com/midp/ttips/worldaware/ 

This document presents guidelines related to the following aspects of game MIDlets developed for 
Nokia MIDP devices: 

• A recommended game screen map and associated screen types 

• Game key codes and actions 

• Soft keys 

• FullCanvas 

• Device features: sound, vibration, and lights 

• Localization 
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2. GAME GUIDELINES  

2.1 Use of Game Actions 

The MIDP class Canvas lets programmers handle certain key presses either as specific low-level 
key code events or as abstract game actions. This is also true of FullCanvas, Nokia’s vendor-
specific full-screen canvas class [NOKIAUIAPI], as it is derived from the Canvas class. 

In games that are turn-based or do not require more than four directions (up, down, left, right), 
the use of game actions is recommended over direct key codes. Examples of games that can use 
abstract game actions include Chess and quiz and puzzle solving games that use directions for 
scrolling or navigation.  

Game actions should be used only in games that do not require fast reactions to game. This is 
because the device selected game action mapping may not be OK for games which require fast 
actions. And, if a game requires diagonal directions or is a fast-paced action game where one 
hand is needed to move the game character and the other to perform another operation, e.g., 
shoot, open, etc., then direct key codes should be used. The reason is that there is no game action 
available in MIDP for diagonal directions and game action mappings are designed for one-hand 
use.   

When using direct key code events, the portability of the application needs special attention. 
Keypad layouts vary greatly among different devices (see Figure 2.1 for two dramatically different 
keypads). Developers can work around this by allowing users to define which keys are used for 
which operations in a game. This can be done before the game is started or in the Options screen 
of the game. 

Key codes and game actions should never be mixed in the same application. 
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 Figure 2.1: Nokia 3650 and Nokia 3410 keypad layouts 

2.2 Notes On Game Actions 

A MIDlet application detect which key codes are mapped to abstract game actions in the handset 
the application is running on by calling the Canvas method: 

   public static int getGameAction(int keyCode); 

The class Canvas defines the set of abstract game actions: UP, DOWN, LEFT, RIGHT, FIRE, etc.  

Game developers should be aware of one problem in the MIDP 1.0 specification. The class 
defines methods to convert key codes to game actions and vice versa.  

  public int getGameAction(int keyCode) 

          public int getKeyCode(int gameAction) 
The method getKeyCode(int gameAction) can cause problems because it can only 
return one key code based on the game action, even if MIDP 1.0 allows more than one to be 
implemented. In Nokia devices, several key codes are mapped to the same game action, for 
example, “Up arrow” and “2” are mapped to the UP game action. The method can only return one 
of these; the value that is returned is implementation specific. However, if the method 
getGameAction(int KeyCode) is used with the “Up arrow” or “2” key codes, the method 
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will return correctly the UP game action. The MIDP 1.0 specification contains a bad example of 
using these methods in Chapter 9.9.3 (Low-Level API for Events): 

 
//BAD EXAMPLE, DO NOT DO THIS:     
class TetrisCanvas extends Canvas { 

int leftKey, rightKey, downKey, rotateKey; 
 void init (){ 
     //FOLLOWING MUST NOT BE DONE 

leftKey = getKeyCode(LEFT); 
     rightKey = getKeyCode(RIGHT); 
     downKey = getKeyCode(DOWN); 
            rotateKey = getKeyCode(FIRE); 

} 
 
 public void keyPressed(int keyCode) { 
     if (keyCode == leftKey) { 
         moveBlockLeft(); 
     } else if (keyCode = rightKey) { 
        ... 
     } 
 } 
    } 
 

The following is a better solution: 

class TetrisCanvas extends Canvas { 
 

 void init (){ 
 

} 
 
 public void keyPressed(int keyCode) { 
     int action = getGameAction(keyCode); 
            switch (action) 
            { 
                case Canvas.LEFT: 
                    moveBlockLeft(); 
                    break; 
 
                case Canvas.RIGHT: 
                    moveBlockRight(); 
                    break; 
            } 
 } 

        } 
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In the example from the MIDP 1.0 specification (the first one above), the key code values are 
handled by using getKeyCode(int gameAction), which can only return one value. If 
this is done other possible key mappings will not work in a MIDlet. Problems will arise with, for 
example, Nokia 7650, which has five-way navigation with a joystick as well as a normal key 
layout, because the example will return the joystick values but not the keypad. This is very device 
independent and a bad way to handle events. A better solution is to use 
getGameAction(int KeyCode) inside the keyPressed() method. In general, 
applications should avoid the use of getKeyCode(int gameAction)method and always 
use getGameAction(int KeyCode). 

2.3 Gaming Covers and Game Actions 

The gaming covers supported by some of Nokia’s new models will affect game actions. The first 
model with a gaming cover is Nokia 3510i (see Figure 2.2). If gaming covers are supported, there 
is a setting dialog in the Games menu of the device that will allow users to set game actions to 
work with gaming covers. Users must set this, otherwise the games, which are designed to work 
with normal key layouts, won’t work. 

 

 
Figure 2.2:  Nokia 3510i with gaming cover  
 

2.4 Simultaneous Key Presses 

Many Nokia phones (e.g., Nokia 6310i, 3410, 7210) do not support multiple simultaneous key 
presses (that is, if you're holding down the Up key, then the MIDlet won't know if you press the 
Fire key). Although Nokia 7650 supports multiple simultaneous key presses (e.g.,  “1” key and “3” 
key at the same time), the joystick button physically can't be pressed left and up at the same time, 
so diagonal movement in games won’t be possible, and can't register a ”click” while it is also 
pressed up, down, left, or right.  
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2.5 Key Names: Avoid Hard Coding Your Own Text Strings 

Avoid associating hard-coded text with key codes in your MIDlet. The class Canvas provides a 
method that returns a textual name associated with each key code: 

   public static String getKeyName(int keyCode); 

The problem in current Nokia devices is that the method always returns an English string, which is 
not necessarily the user’s choice of language. In future Nokia devices the string may be based on 
the user’s language. If the purpose is to develop portable games, then it must be remembered that 
getKeyName returns a different value in different Nokia MIDP devices.  

2.6 FullCanvas Soft Keys Use 

The soft keys of a FullCanvas-based game screen must only be used for exiting from the game 
screen to a different screen state. The Nokia UI API includes the FullCanvas class expressly to 
provide a full-screen graphics area for drawing, as this is useful for many types of games. 

A game screen derived from the Nokia UI API class FullCanvas should not use the key codes of the 
soft keys (i.e., KEY_SOFTKEY1, KEY_SOFTKEY2, KEY_SOFTKEY3) for game-related actions 
other than returning from the game screen to a menu. 

If a MIDlet application requires the use of soft-key commands, then you must use the default 
MIDP Canvas class, particularly if your MIDlet requires use of labeled soft keys. You should not 
render your own soft key labels when you use FullCanvas. 

2.7 MIDlet Internationalization 

It may be appropriate for you to localize your MIDlet — for example, for different locations and 
languages. The MIDP system property “microedition.locale” defines the current locale 
of the device. Its value can be retrieved using the method System.getProperty. The MIDP 
specification allows a null value to be used in the system property. However, in Nokia 
implementations this value is never null. The CLDC system property 
“microedition.encoding” defines the default character encoding of the device. Its value 
can be retrieved using the method System.getProperty. 

One approach to MIDlet localization issues is based on the use of resource bundles 
[WWAMIDPAPP]. Currently there is not a standard mechanism in MIDP to handle resource 
bundles. This document uses a simple approach that isolates user interface texts from the main 
program; it is handled in the Resource class (section 3.9). 

Adding localization features to a MIDlet is valuable, but may increase the size of your MIDlet. If 
MIDlet size is an issue for a particular MIDP device, you might wish to generate several different 
compiled versions of the MIDlet. Each version could be localized for one or more locations or 
languages. Designing your MIDlet so that it is easily localized may be beneficial in this respect as 
well. 

Copyright © 2002. Nokia Mobile Phones. All rights reserved. 
 

9



 
  

Guidelines for Game Developers Using Nokia Java MIDP 
Devices 

  

Version 1.0  

 

2.8 Device Features: Sound, Vibration, and Lights 

If you use the Nokia UI API classes Sound or DeviceControl (vibration, flashing lights), you 
should provide an Options or Settings menu and a settings editor, to allow the end user to enable 
or disable such settings.   

However, if you use the Nokia UI API classes Sound or DeviceControl (vibration, flashing 
lights) and install your game to the Games menu through setting the JAD parameter <> (see 
section 2.11), the settings which are already provided in the Games menu allow an end-user to 
enable or disable these features. Therefore the application does not need to create such a feature. 

You may also wish to consult the Nokia UI API Programmer’s Guide [UIAPIGUIDE] in addition to 
the Nokia UI API documentation, as it provides useful information. 

 

2.9 Device Independence 

Nokia MIDP devices that may differ in screen size, keyboard layout, and available APIs. These 
differences should be taken into account when designing games in order to create the most 
portable game possible. 

An application should ask the size of the screen from the system and avoid hard coding 
coordinates when drawing to the screen.  Using methods getHeight and getWidth from class 
Canvas can accomplish this. 

APIs may also vary in different Nokia MIDP devices, and developers should check to make sure the 
API is included in the device. This can be done, for example, in the case of vibration. 

   try{ 
      Class.forName("com.nokia.mid.ui.DeviceControl"); 
   } 
   catch(ClassNotFoundException e){ 
      //Can't use vibration because the API 
      //is not supported in the device 
   } 

For information about ways to ensure that an API is supported, see [TONES]. 

Using a game screen that is derived from the default MIDP class Canvas instead of from the 
vendor-specific class FullCanvas improves the portability of your MIDlet; however, then a full 
screen is not possible. 
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2.10 Optimization 

MIDP devices are very much memory constrained, so memory should be used carefully. You can 
find useful information about efficient MIDP programming in [EFFICIENTMIDP]. One very 
important limitation for games is the limited heap memory: to conserve heap memory, references 
to objects no longer needed should be set to ”null” so that the objects can be garbage-collected. 

Color screen phones require more memory to handle bit-map graphics in applications due to the 
greater bit depth of the screen and related internal data structures. As a result, although an 
application may be written for a black and white screen, it can consume considerably more 
dynamic RAM memory on a color-screen phone: in the case of Nokia 7210, up to 16 times more 
RAM may be needed to display an image compared to Nokia 6310i. 

 

Developers should take this into account when designing their applications by keeping the 
number of simultaneously loaded images to a minimum. For example, the splash screen image 
should be freed for garbage collection (by setting all references to it to ”null”) before in-game 
graphic images are created. 

2.11 Installation 

MIDlets are installed by default under the Applications menu in Nokia devices. MIDlets can also 
be installed under the Games menu, in devices that have this menu, by setting the parameter 
Nokia-MIDlet-Category: Game in the .jad file for the MIDlet. 
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3. GAME PHASES 

The following figure shows a screen map that illustrates the typical progression of the user 
interface state of a game MIDlet after it has been successfully installed and run. 

Splash screen
FullCanvas
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Game Name

New game
Options
High scores

Game screen
FullCanvas

High scores
FullCanvas

Select Back

Options

Level
Sounds
Shakes

Any keypress or timeout

Select New  game
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Figure 3.1: UI state chart 
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3.1 Starting the Game 

After the user has launched the MIDlet, the game-specific splash screen is displayed. The splash 
screen is an instance of FullCanvas. It can be used to display the logo of a company that provides 
the game and/or some kind of animation presenting the game. All key events (available to the 
MIDlet), except the End key, must skip the splash screen and display the Main menu. There must 
also be a timeout in the splash screen that does the displayable transition. 

The class GameMIDlet is the base class of the game; it handles the MIDlet’s lifecycle and also 
handles the game display. The following code is the skeleton for the splash screen and the game’s 
MIDlet class. 

//Skeleton for the base class of game 
import javax.microedition.midlet.*; 
import javax.microedition.lcdui.*; 

public class GameMIDlet extends MIDlet { 

private Display display = null; 
//Splash screen that starts the application 
private SplashFullCanvas splash; 

public GameMIDlet() { 
    splash = new SplashFullCanvas(this); 
} 

protected void startApp() throws MIDletStateChangeException { 
        if (display == null) { 
            display = Display.getDisplay(this); 
        } 

    //splash screen to the display 
        setDisplayable(splash); 
    } 

    protected void pauseApp() { 
    } 

    protected void destroyApp(boolean p0)  
        throws MIDletStateChangeException { 
    } 

    public void setDisplayable(Displayable dl) { 
        display.setCurrent(dl); 
    } 
} 
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//Skeleton for the splash screen in Nokia Java Game 
import javax.microedition.lcdui.*; 
import java.util.Timer; 
import java.util.TimerTask; 
import com.nokia.mid.ui.*; 
 
public class SplashFullCanvas extends FullCanvas { 

    private GameMIDlet parent = null; 
    private MainMenu menu = null; 
    private Timer timer = null; 

    public SplashFullCanvas(GameMIDlet parent) { 
        this.parent = parent; 
        menu = new MainMenu(       
                       Resources.getString(Resources.ID_GAME_NAME), 
                       List.IMPLICIT, parent); 

        startTimer(); 
    } 

    protected void paint(Graphics g) { 
        //Do the splash screen here 
    } 

    protected void keyPressed(int keyCode) { 
        timer.cancel(); 
        timer = null; 

        //All key events received set the main menu to the screen 
        parent.setDisplayable(menu); 
    } 

    //Timer for the splash screen. Main menu is set to the display 
    //after 5 seconds. 
    private void startTimer() { 
        TimerTask task = 
            new TimerTask() { 
                public void run() { 
                    parent.setDisplayable(menu); 
                } 
            }; 

        timer = new Timer(); 
        timer.schedule(task, 5000); 
    } 
} 
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3.2  The MainMenu Screen 

The Main menu is the implicit list that contains game-specific options for the user (“Continue”, 
“New game”, ” Options”, “High scores”, “Instructions”, “About” and “Exit game”). “Continue” is 
shown only if the game is currently paused. When “Continue” is presented it must be the first 
element in the list. The title of the Main menu must be the name of the game. The following code 
is the skeleton for the Main menu. 

//Skeleton for the main menu 
import javax.microedition.lcdui.*; 

public class MainMenu extends List implements CommandListener { 
    private GameMIDlet parent = null; 
    private GameFullCanvas game = null; 

    public MainMenu(String p0, int p1, String[] p2, Image[] p3, 
                    GameMIDlet parent) { 

        super(p0, p1, p2, p3); 
        init(parent); 
    } 

     

    public MainMenu(String p0, int p1, GameMIDlet parent) { 

        super(p0, p1); 
        init(parent); 
    } 

    public void init(GameMIDlet parent) { 

        this.parent = parent; 
        this.setCommandListener(this); 

        //if game paused then "Continue" should be available in 
        //selection list 
        if (game != null && game.isPaused()) { 
            if(!(this.getString(0).equals( 
                 new String(Resources.getString( 
                 Resources.ID_GAME_CONTINUE)))))  { 
             
                 this.insert(0, 
                 Resources.getString(Resources.ID_GAME_CONTINUE), 
                 null); 
            } 
            this.setSelectedIndex(0,true); 
        } 
        else  { 

          //These must be with or without icons 
          this.append(Resources.getString(Resources.ID_GAME_NEW), 
                      null); 
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this.append(Resources.getString(Resources.ID_GAME_OPTIONS), 
                      null); 
 
          this.append(Resources.getString( 
                      Resources.ID_GAME_HIGHSCORES), null); 

          this.append(Resources.getString( 
                      Resources.ID_GAME_INSTRUCTIONS), null); 

          this.append(Resources.getString( 
                      Resources.ID_GAME_ABOUT), null); 

          this.append(Resources.getString( 
                      Resources.ID_GAME_EXIT), null); 

       } 
    } 

    public void commandAction(Command p0, Displayable p1) { 
        List lis = (List) p1; 
        String selected = 
            lis.getString(lis.getSelectedIndex()); 

        if (selected.equals( 
            Resources.getString(Resources.ID_GAME_NEW))) { 

            game = new GameFullCanvas(parent, this); 
            parent.setDisplayable(game); 
        } 
        else if (selected.equals( 
            Resources.getString(Resources.ID_GAME_OPTIONS))) { 

            parent.setDisplayable( 
            new OptionList( 
                Resources.getString(Resources.ID_GAME_OPTIONS),  
                List.IMPLICIT,  
                parent, this)); 
        } 
        else if (selected.equals( 
            Resources.getString(Resources.ID_GAME_HIGHSCORES))) { 

            parent.setDisplayable(new HighScore(parent, this)); 
        } 
        else if (selected.equals( 
            Resources.getString(Resources.ID_GAME_INSTRUCTIONS))) { 

            parent.setDisplayable( 
                new Instructions( 
                Resources.getString(Resources.ID_GAME_INSTRUCTIONS),  
                parent,  
                this)); 
        } 
        else if (selected.equals( 
            Resources.getString(Resources.ID_GAME_ABOUT))) { 
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            parent.setDisplayable( 
                new About( 
                Resources.getString(Resources.ID_GAME_ABOUT), 
                parent, 
                this)); 
        } 
        else if (selected.equals( 
            Resources.getString(Resources.ID_GAME_EXIT))) { 

            parent.notifyDestroyed(); 
        } 
        else if (selected.equals( 
            Resources.getString(Resources.ID_GAME_CONTINUE))) { 

            if (game != null) { 
                game.gameContinue(); 
                parent.setDisplayable(game); 
            } 
        } 
    } 
} 

 

3.3 Game Screen 

If the user selects “New game” from the Main menu, the game starts and the game screen is 
displayed. FullCanvas is used for the game screen. If any soft keys are pressed the user interface 
must return to the Main menu and the game should be paused. Other keys are available for the 
game. Note: The game must not create any labels for the soft keys on the screen. If soft key labels 
are needed then the application should use the normal Canvas screen and Commands. The 
example code doesn’t address issues such as threading and thread safety, which are important 
when designing games. The following code is the skeleton for the game screen: 

import javax.microedition.lcdui.*; 
import com.nokia.mid.ui.*; 

public class GameFullCanvas extends FullCanvas { 
    private GameMIDlet parent = null; 
    private MainMenu menu = null; 
    private boolean gamePaused = false; 

    public GameFullCanvas(GameMIDlet parent, MainMenu menu) { 
        this.parent = parent; 
        this.menu = menu; 
    } 

    protected void paint(Graphics g) { 
        //Paint the game screen here 
    } 

    protected void keyPressed(int keyCode) { 
        if (keyCode == KEY_SOFTKEY1 || keyCode == KEY_SOFTKEY2  
            || keyCode == KEY_SOFTKEY3) { 

            gamePaused = true; 
            //main menu to the screen 
            menu.init(parent); 
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            parent.setDisplayable(menu); 
        } 
    } 

               public void gameContinue() { 
                   gamePaused = false; 
               } 

    public boolean isPaused() { 
        return gamePaused; 
    } 
} 

3.4 Game Options Screen 

The user can change game-specific options by selecting “Options” from the Main menu. The 
Options list is the implicit list that contains items to handle game settings, e.g., Sounds, Shakes 
(see section 2.8), Level, etc.  The Back command is needed to go back to the Main menu. The 
following is the code skeleton for the Options list. 

NOTE: the provision of lights/sounds settings is not necessary in an individual MIDlet if the game 
is installed to the Games menu since those options are already provided in the Games menu. 

  
import javax.microedition.lcdui.*; 

public class OptionList extends List implements CommandListener { 
    private GameMIDlet parent = null; 
    private MainMenu menu = null; 
    private KeyDefinitions def = null; 
    private Command back = new Command("", Command.BACK, 2); 

    public OptionList(String p0, int p1, String[] p2, Image[] p3, 
                      GameMIDlet parent, MainMenu menu) { 

        super(p0, p1, p2, p3); 
        this.menu = menu; 
        init(parent); 
    } 

    public OptionList(String p0, int p1, GameMIDlet parent,  
                      MainMenu menu) { 

        super(p0, p1); 
        this.menu = menu; 
        init(parent); 
    } 

    private void init(GameMIDlet parent) { 
        this.parent = parent; 
        this.addCommand(back); 
        this.setCommandListener(this); 

        //These are just a examples for the game specific options 
        this.append(Resources.getString(Resources.ID_GAME_LEVEL), 
                    null); 
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        this.append(Resources.getString(Resources.ID_GAME_SOUNDS), 
                    null); 

        this.append(Resources.getString(Resources.ID_GAME_VIBRA), 
                    null); 
    } 

    public void commandAction(Command p0, Displayable p1) { 
        if (p0 == back) { 
            parent.setDisplayable(menu); 
        } 
        else { 
            List lis = (List) p1; 
            int idx = lis.getSelectedIndex(); 

            switch (idx) { 
                case 0: 
                    //TODO 
                    break; 

                case 1: 
                    //TODO 
                    break; 

                case 2: 
                    //TODO 
                    break; 

                case 3: 
                    parent.setDisplayable(def); 
                    break; 

                //More if needed 

     default: 
                    break; 
            } 
        } 
    } 
} 
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3.5 High Scores Screen 

High scores are shown when the user selects “High scores” from the Main menu. High scores are 
placed on the FullCanvas instance. Scores should be shown on one screen, and can’t be scrolled. 
Graphics and animation may be involved. Users will return to the Main menu by pressing the left 
soft key, right soft key, numeric key, or Send key. This example does not provide any mechanism to 
handle high scores. Two typical methods for handling high scores are to store these persistently by 
using RMS or to store high scores to the server via HTTP connection. Below is the code skeleton 
for high scores. 

import javax.microedition.lcdui.*; 
import com.nokia.mid.ui.*; 

public class HighScore extends FullCanvas { 
    private GameMIDlet parent = null; 
    private MainMenu menu = null; 

    public HighScore(GameMIDlet parent, MainMenu menu) { 
        this.parent = parent; 
        this.menu = menu; 
    } 

    protected void paint(Graphics g) { 
        //Paint the high scores here 
    } 

    public void keyPressed(int keyCode) { 
        if (keyCode != KEY_END) { 
            //selection list to the screen 
            parent.setDisplayable(menu); 
        } 
    } 
} 
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3.6 Instructions Screen 

Instructions for the game are shown when the user selects the “Instructions” item from the Main 
menu. Instruction text is placed to the Form instance. Form should contain commands for going 
to the next instruction (e.g., labeled “More”) and for going back to the Main menu (e.g., labeled 
“Back”). “More” is placed in the left soft key and “Back” in the right soft key. If the instructions 
contains animations, these are shown using FullCanvas. The left soft key will step from the 
animation to the next instructions screen. The right soft key will take the user from the animation 
back to the Main menu. The End key will end the application. The following are the code skeletons 
for the text instruction and for animation. 

//Text instructions. Text can be written in constructor or in own 
method. 
//Developer should remember that also instruction texts should be 
//internationalized 

import javax.microedition.lcdui.*; 

public class Instructions extends Form implements CommandListener { 
    //Command for going next instruction if needed 
    private Command more = new Command( 
                               
Resources.getString(Resources.ID_GAME_MORE),  
                               Command.OK, 1); 

    //Command for going back to the main menu 
    private Command back = new Command("", Command.BACK, 2); 
    private GameMIDlet parent = null; 
    private MainMenu menu = null; 

    public Instructions(String title, GameMIDlet parent, MainMenu 
menu) { 
        super(title); 
        this.parent = parent; 
        this.menu = menu; 
        this.addCommand(back); 
        this.addCommand(more); 
        this.setCommandListener(this); 
    } 

    public void commandAction(Command p0, Displayable p1) { 
        if (p0 == more) { 
            //go to the next if needed e.g animation 
            parent.setDisplayable(new InstructionAnimation(parent)); 
        } 
        else if (p0 == back) { 
            parent.setDisplayable(menu); 
        } 
    } 
} 
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//Instruction animation 

import javax.microedition.lcdui.*; 
import com.nokia.mid.ui.*; 

public class InstructionAnimation extends FullCanvas { 
    private GameMIDlet parent = null; 

    public InstructionAnimation(GameMIDlet parent) { 
        this.parent = parent; 
    } 

    protected void paint(Graphics g) { 
        //Do the animation here 
    } 

    public void keyPressed(int keyCode) { 
        if (keyCode == KEY_SOFTKEY1) { 
            //go to the next instruction screen if needed 
        } 
        else if (keyCode == KEY_SOFTKEY2) { 
            //selection list to the screen 
            parent.setDisplayable(new MainMenu( 
                                  Resources.getString ( 
                                      Resources.ID_GAME_NAME),  
                                  List.IMPLICIT, parent)); 
        } 
    } 
} 
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3.7 About Screen 

The About screen shows a text and/or logo that provides company information. The screen is 
launched if the user selects “About” from the Main menu. As with Instructions, About is 
implemented using a Form if only text is needed. If images or animations are required, then 
Canvas or FullCanvas should be used.  

//Text “About” code skeleton 

import javax.microedition.lcdui.*; 
public class About extends Form implements CommandListener { 

    //Command for going back to the main menu 
    private Command back = new Command("", Command.BACK, 1); 
    private GameMIDlet parent = null; 
    private MainMenu menu = null; 

    public About(String title, GameMIDlet parent, MainMenu menu) { 
        super(title); 
        this.parent = parent; 
        this.menu = menu; 
        this.addCommand(back); 
        this.setCommandListener(this); 
    } 

    public void commandAction(Command p0, Displayable p1) { 
        if (p0 == back) { 
            parent.setDisplayable(menu); 
        } 
    } 
} 

3.8 Exit  

Selecting “Exit game” from the Main menu terminates the game and should release all resources. 
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3.9 Resources Class 

The Resources class is not a user interface class, unlike the other classes in this document. This 
class handles internationalization issues. 

/** 
 * A simple class to simulate a resource bundle. 
 * Modify the contents of this class according to the 
 * locales/languages you want your application to support. 
 * In your application, retrieve a string using code such as the  
 * following: 
 * <pre> 
 * <code>String s = Resources.getString(Resources.ID_GAME_NEW); 
 * </code></pre> 
 * Copyright (C) 2002 Nokia Corporation 
 */ 

public class Resources { 
    // Identifiers for text strings.  
    public static final int ID_GAME_NEW = 0; 
    public static final int ID_GAME_OPTIONS = 1; 
    public static final int ID_GAME_HIGHSCORES = 2; 
    public static final int ID_GAME_INSTRUCTIONS = 3; 
    public static final int ID_GAME_ABOUT = 4; 
    public static final int ID_GAME_CONTINUE = 5; 
    public static final int ID_GAME_BACK = 6; 
    public static final int ID_GAME_MORE = 7; 
    public static final int ID_GAME_EXIT = 8; 
    public static final int ID_GAME_LEVEL = 9; 
    public static final int ID_GAME_SOUNDS = 10; 
    public static final int ID_GAME_VIBRA = 11; 
    public static final int ID_GAME_NAME = 12; 

    // List of supported locales.  
    // The strings are Nokia-specific values 
    // of the "microedition.locale" system property. 

    private static final String[] supportedLocales = { 
        "en", "fi-FI", "fr", "de" 
    }; 

    //NOTE: default language must be the first one  
    //for getString to work! 

    // Strings for each locale, indexed according to the  
    // contents of supportedLocales  

    private static final String[][] strings = { 
        { "New game", "Settings", "High scores", "Instructions", 
          "About","Continue", "Back", "More", "Exit game",  
          "Level", "Sounds","Shakes", "Game name" }, 

        { "Uusi peli", "Asetukset", "Huipputulokset", "Peliohjeet", 
          "Tietoja","Jatka", "Poistu", "Jatka", "Poistu", 
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          "Vaikeusaste", "Peliäänet", "Värinätehosteet",  
          "Pelin nimi" }, 

        { "Nouveau jeu", "Paramètres", "Scores", "Instructions", 
          "A propos","Continuer", "Retour", "Suite", "Sortir", 
          "Niveau", "Sons", "Vibrations", "Jeu nom" }, 

        { "Neues Spiel", "Einstellungen", "Rekord", "Anleitung", 
          "Über","Weiter", "Zurück", "Weiter", "Beenden",  
          "Ebene", "Ton", "Vibrationen", "Spiel name" } 

    }; 

    /** 
     * Gets a string for the given key. 
     * @param key Integer key for string 
     * @return The string 
     */ 

    public static String getString(int key) { 
        String locale = System.getProperty("microedition.locale"); 
        if (locale == null) { 
            locale = new String("");  // use empty instead of null 
        } 

        // find the index of the locale id 
        int localeIndex = -1; 

        for (int i = 0; i < supportedLocales.length; i++) { 
            if (locale.equals(supportedLocales[i])) { 
                localeIndex = i; 
                break; 
            } 
        } 
          
        // not found 
        if (localeIndex == -1) { 
            // defaults to first language, in this example English 
            return strings[0][key];   
        } 

        return strings[localeIndex][key]; 
    } 
} 
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